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# Inleiding

Zoals al bij het functioneel ontwerp is gezegd, is dit spel, Diving for Treasure: The Sequel, gebaseerd op het spel Diving for Treasure dat ik heb moeten maken tijden het vak Structured Programming Development (SPD).

Naast het functionele ontwerp met een uitleg en analyse van ons gewenste spel, waarin u overtuigd werd wat voor spel ik wou gaan programmeren, is er ook een technisch ontwerp opgesteld. In dit document zullen is te zien hoe het spel is ontwikkelt door middel van een klassendiagram en daarbij een korte uitleg wat er precies in de klassendiagram weergeven is, met daarbij de verbanden tussen elke klasse / interface.

# Klassendiagram

TO DO:

UML KLASSEN DIAGRAM

# Klassen

## DivingForTreasure

Deze klasse is in principe het hart van het gehele spel. In deze klasse zal de main staan van het spel. De DivingForTreasure klasse wordt extend door de klasse GameEngine, waaruit functies zoals setupGame() en update() worden overgenomen en overschreven. Verder wordt de state van het spel scherm bijgehouden in de Screen klasse die hieruit geïnitialiseerd wordt.

## Screen

Dit is een abstracte functie die spawnScreenObjects() en deleteScreenObjects() aanroept. Deze klasse maakt gebruik van een zogenaamde Strategy pattern, dit houdt in dat deze schermen eenvoudig vervangen kunnen worden door een andere wanneer het programma gewoon draait.

## Playscreen

Dit is de klasse met het eerste scherm dat aangeroepen en getoond wordt. Deze klasse erft alle methoden van Screen en initialiseert daarna de speler en spawner. Wanneer hij de spawnScreenObject() functie aanroept zal er een speler geplaatst worden met daarbij alle betreffende spel objecten door de spawner. Ten slotte heeft deze klasse ook nog een deleteScreenObjects() functie die alle spawner objecten kan verwijderen van het spel.

## Endscreen

Ook de Endscreen klasse erft alle methoden van Screen. Verder bevat deze klasse eenvoudig wat er getoond moet worden wanneer het spel eindigt, in ons geval is dit niets.

## Player

De Player klasse is erg essentieel voor ons spel, aangezien dit object door de speler zelf bestuurd wordt. Deze klasse wordt extend door de klasse SpriteObject en implementeerd de interface ICollidableWithGameObjects. Een aantal belangrijke punten die bijgehouden wordt in de Player klasse zijn:

* Zuurstof wordt bijgehouden doormiddel van incrementOxygen(), decrementOxygen(), depleteOxygen(), resetOxygen() en checkOxygenLevel().
* De speler moet natuurlijk kunnen bewegen, dit wordt geregeld door de keyPressed() functie.
* Object collision wordt geregeld met de geïmplementeerde interface, deze checkt of een object in aanraking komt met een andere object in gameObjectCollisionOccurerred(), deze krijg de gehele lijst met objecten mee om te controleren met welke objecten de Player in aanraking kan komen.

## Treasure Bag

## Spawner

## InteractableObject

## Treasure

## Coin

## Diamond

## Enemy

## Bomb

## Shark

## Aid

## OxygenTank
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